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Abstract

The communication between human and machine is rapidly changing
with the introduction of new commodity hardware, such as Apple’s iPad,
HP’s Sprout, Microsoft’s PixelSense and Kinect. This hardware embeds
novel input sensors to facilitate a more natural user interaction (NUI)
paradigm. The development of NUI applications, where the machine tries
to understand and anticipate the user’s interaction, typically relies on
a continuous monitoring of multiple input channels. The collection of
events, the detection of relevant patterns and the embedding of these
concerns into the application engenders significant challenges because
relevant information is hidden in a continuous stream of events. Moreover,
the implementation of the detection process in imperative programming
languages is excessively difficult.

In this dissertation we present novel programming abstractions to
describe multimodal interaction patterns. Our approach consists of two
major efforts: a programming language and a compatible runtime platform
with an extensible architecture. The first effort consists of a domain-
specific language, called Midas, which allows developers to express their
multimodal tasks in a declarative manner. A declarative programming
style allows the programmer to think about what the fundamental condi-
tions are, instead of analysing how to process input events one by one, as
would be necessary with an imperative language. Midas uses declarative
rules to express multimodal interaction patterns. These conditions rely
on the existence and the spatio-temporal relation of input events that
were obtained from various input modalities. Midas provides adequate
programming abstractions to help developers express these conditions in
a modular and composable manner.

Midas programs are interpreted by Mudra, an efficient multimodal
interaction architecture and processing engine. Mudra is centred on a
global information storage, called the fact base, which is populated by
multimodal input events from various devices. As these events arrive in a



continuous manner, rules and other processes actively react to changes in
the fact base. In order to do this efficiently, Mudra progressively filters
and combines facts in order to derive a conclusion. Our high-level Midas
programming language and its efficient Mudra runtime platform allows
developers to fuse information across the data-level, feature-level and
decision-level.

We have successfully deployed our solution in the real world, includ-
ing live programming sessions and live music performances. Using the
programming abstractions presented in this dissertation, we foresee the
rapid prototyping of a whole range of novel natural user interfaces in a
modular and composable manner.

“Knowledge not shared, is wasted.” - Clan Jacobs.



Samenvatting

Innovatieve apparaten zoals Apple’s iPad, HP’s Sprout, Microsofts Pixel-
Sense en Kinect bieden nieuwe manieren om te interageren met computers
ten opzichte van de klassieke toetsenbord- en muisopstelling. Deze hard-
ware bevat een groot assortiment van sensoren om een meer natuurlijke
interactie (NI) met de gebruiker te bekomen. NI toepassingen worden
gekenmerkt door het begrijpen van en anticiperen op de interactie van de
gebruiker en vertrouwt typisch op een voortdurende analyse van meerdere
invoermodaliteiten. Het verzamelen van gebeurtenissen, de detectie van
relevante patronen en de inbedding van deze interpretatie in toepassingen
brengt echter grote uitdagingen met zich mee, omdat de relevante inform-
atie verborgen zit in een continue stroom van gebeurtenissen. Bovendien
is het programmeren van deze analyse in imperatieve programmeertalen
buitengewoon complex.

In dit proefschrift introduceren we nieuwe programmeer abstracties om
multimodale interactiepatronen eenvoudig te beschrijven. Onze aanpak be-
staat uit twee grote inspanningen: een programmeertaal en een bijhorend
uitvoerplatform met een uitbreidbare architectuur. Ten eerste introdu-
ceren we een nieuwe domein-specifieke taal, genaamd Midas, waarmee
ontwikkelaars multimodale interactiepatronen kunnen uitdrukken op een
declaratieve manier. Het gebruik van een declaratieve programmeerstijl
laat de programmeur toe om te denken over wat basisvoorwaarden van
de interactie zijn, in plaats van hoe gebeurtenissen één voor één moeten
worden afgehandeld, zoals noodzakelijk is met imperatieve programmeer-
talen. Midas maakt gebruik van declaratieve regels om multimodale
interactiepatronen uit te drukken. Regels bevatten voorwaarden die
uitgedrukt worden aan de hand van tijd en ruimtelijke relaties tussen
gebeurtenissen die verkregen werden uit verschillende invoer modaliteiten.
Midas biedt de nodige programmeer abstracties om deze voorwaarden uit
te drukken op een modulaire en compositionele manier.



Midas programma’s worden geinterpreteerd door Mudra, een efficiénte
multimodale interactie architectuur en uitvoermachine. Centraal in Mudra
staat een feitenbank die multimodale invoergebeurtenissen bevat. Bij elke
wijziging in deze feitenbank zal de uitvoermachine elke regel aftoetsen.
Om de nodige efficiéntie te bekomen, gebruikt Mudra een incrementeel
algoritme waarbij de combinatie tussen feiten in een tijdelijke opslag
wordt bijgehouden. De combinatie van onze hoog-niveau Midas program-
meertaal en de efficiénte Mudra architectuur stelt ontwikkelaars in staat
om informatie over data-, feature- en besluitvormingsniveau te fusioneren.

We hebben met succes onze oplossing toegepast in de echte wereld,
onder andere voor live programmeer sessies en live muziek optredens. Met
behulp van de programmeer abstracties gepresenteerd in dit proefschrift,
kan men snel prototypes ontwikkelen die modulair kunnen worden opge-
bouwd waardoor er een hele reeks van nieuwe applicaties met natuurlijke
interactie mogelijk wordt.
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Introduction

Starting in the late sixties, human-computer interaction has shifted from
command line interfaces (CLI) to graphical user interfaces (GUI). In
recent years this trend is taken one step further by expanding human-
computer interaction beyond the typical keyboard and mouse setup in a
trend called natural user interfaces (NUI) [8]. A NUI is an interaction
methodology which incorporates human skills such as touch, sight and
body movement to enable human-computer interaction. Many NUIs rely
on interaction patterns that are also used in everyday life. For example,
a virtual deck of cards can be dealt by swiping towards players, as if
performed with real cards on a table!. In a similar way, a baseball game
with a NUI interface enables players to hit the ball by swinging their
arms>.

New commodity hardware facilitates the expansion of NUI applications.
Devices such as Apple’s iPad®, HP’s Sprout* and Microsoft’s PixelSense®
add a new dimension to human-computer interaction because one can
touch, move and manipulate virtual digital objects in a natural way.
Moreover, physical objects, in the form of tangibles, can be placed on
a multi-touch table to initiate interaction. A nice application of such

lwePoker: http://wepoker.info

2Kinect Sports Season Two: https://marketplace.xbox.com/Product/66acd000-77fe-1000-
9115-d8024d5309d6

3Apple iPad: https://www.apple.com/ipad
4HP Sprout: https://sprout.hp.com
SMicrosoft PixelSense: https://www.microsoft.com/en-us/pixelsense
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tangibles is Reactable, which is used to compose music by carefully
positioning multiple physical cubes representing musical effects, filters
and generators [79].

Input sources, such as the Wii Remote® or Samsung’s Smart Remote”,
allow users to interact with computers by performing arm movement in
the air. These remotes embed accelerometers accompanied by optical
sensors to capture their movement and direction. Air gestures can also be
captured by depth sensors, as popularised by SoftKinetic’s DepthSense®
and Microsoft’s Kinect? in Smart TVs!'® and Xbox consoles!!.

The development of NUI applications is hindered by the fact that
sensors used for NUls are typically much noisier than traditional in-
put devices. This means that we need to invest in systems that can
receive different streams of information, such as touch, speech, pen and
visual signal, in order to obtain effective interpretation of the human’s
interaction [41,100].

Besides noise, NUI sensors often provide a continuous stream of
information, which is in big contrast to discrete input found in traditional
applications. In traditional applications, a single key or mouse press
typically results in a single directly connected command. Keyboard
shortcuts such as copy | 8 |+ ¢ | and paste [ 38 |+| v | are amongst the most
complex operations humans can perform using a keyboard, but are still
relatively easy to interpret in computer code. Likewise, movement of the
mouse is characterised by its sensitivity and enables pointing with good
accuracy and very little noise, causing few apparent issues in today’s input
handling code [111]. In extreme contrast, novel input modalities that
are based on accelerometers, touch-sensitive capacitive sensors, depth
sensors or microphones generate an abundance of information. Such
sensors are active all the time and generate a continuous stream of
data, with an inverted signal-to-noise ratio compared to traditional input
sensors. Therefore, to extract meaningful information from this sensor
technology, we need developer support to combine input sources, to
segment continuous streams and to reduce noise [27,97,142].

The implementation of traditional applications relies on stateless event
handlers to process input one by one. This process is already complex and

SWii Remote: http://www.nintendo.com/wiiu/accessories
"Samsung Smart Remote: https://www.samsung.com/us/video/tvs-accessories/SEK-1000/ZA
8SoftKinetic DepthSense: http://www.softkinetic.com/Products/DepthSenseCameras
9Microsoft Kinect: https://www.microsoft.com/en-us/kinectforwindows

10Samsung Smart TV: https://www.samsung.com/global/microsite/tv/2013_vi

HMicrosoft Xbox: https://www.xbox.com
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error prone [111] and will be further complicated with the introduction
of additional input device types. Existing applications for instance rely
on a mouse cursor that can manipulate a single object at once. Multi-
touch technology already allows the use of multiple fingers to manipulate
multiple elements of a graphical user interface in parallel.

These observations lead us to the conclusion that although the in-
dustry has made important steps in terms of hardware technology, the
development of sophisticated human-computer interaction is currently
hampered by the lack of adequate programming abstractions. We argue
that developers use inadequate programming abstractions to process this
multitude of sensor input data.

It is essential to support developers with adequate programming
abstractions to solve these problems. In the following sections we discuss
existing approaches and summarise the need for additional means to
properly address the challenges of today and tomorrow’s human-computer
interaction.

1.1 Research Context

This dissertation is positioned at the crossroad of two major computer
science domains, namely Human-Computer Interaction and Programming
Language Design. This is due to the fact that the complexity to extract
information coming from input devices is increasingly higher. Today’s
software-related limitations severely hinder the ability to experiment with
novel interaction techniques. Additionally, the robustness of every day’s
use of these devices compared to traditional input methods decreases due
to the inability to program user interface code at an adequate abstraction
level.

To extract meaningful information, such as gestures'?, from multiple
sensors, the literature uses the term multimodal fusion. Sharma et al. [144]
distinguish three levels of multimodal fusion, namely data-level fusion,
feature-level fusion and decision-level fusion. In data-level fusion tasks,
developers focus on the fusion of identical or tightly linked types of
multimodal data. The goal is to (1) remove the excess of noise and to
(2) provide feature candidates in (3) a real-time manner [41]. Feature-level
fusion tasks rely on derived information from the data-level to fuse closely
coupled modalities. A classical feature-level example is the integration

12A gesture in the context of this dissertation is based on the definition of Rhyne et al, namely a
configuration of strokes, including handwritten text, pointing, and others [133].
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of speech (captured by a microphone) and lip movement (captured by a
camera) to improve speech recognition results [128]. Finally, decision-level
fusion is the highest abstraction level of multimodal fusion, as it focuses on
correlating information coming from loosely coupled modalities, such as
speech and gestures. For example, the well-known put that there example
by Bolt [11] fuses speech input such as “that” and “there” with pointing
information to identify an object and a new location.

Unfortunately, mainstream programming languages do not align very
well with the continuous event-driven nature of modern sensors, such
as multi-touch surfaces and accelerometers. Imperative languages are
designed with the assumption that the control flow is decided by the
programmer and the state of the computer, and not driven by external
events. The complexity to collect events, detect relevant patterns and to
embed these into the application therefore engenders enormous challenges.
The situation is further aggravated when more than one sensor is involved.

Various multimodal solutions have been proposed in literature. How-
ever, these research approaches are narrowly focused on a single fusion
level, resulting in incompatibilities with one another. On the one hand,
data-level fusion solutions are characterised by a focus on performance,
noise filtering and typically provide abstraction in the form of composition
boxes that need to be chained together [5,97,142]. This means data-level
solutions lack high-level language abstractions and need to implement the
logic inside composition boxes [41,102]. On the other hand, decision-level
fusion solutions focus on bridging the gap between input data and the
application layer by providing abstractions in the form of dialogue man-
agement and high-level programming languages. Unfortunately, these
high-level abstractions cannot cope with the vast amount of input data.

Due to the inability to properly describe multimodal interaction pat-
terns, many researchers resort to machine learning solutions. Therefore,
in general, many advantages of programming the interaction are lost,
including the ability to control the result of the model (i.e. which con-
ditions are crucial), to verify the model (i.e. is there a risk of accidental
activations), to comprehend the model (i.e. will this work for other users)
and to manually manipulate its preciseness (although there exist machine
learning algorithms that partially allow this). Similarly, we argue that
there needs to be a way to describe multimodal fusion concerns without
having to resort to mainstream imperative programming languages. The
use of an imperative programming style to implement event-driven fusion
results in the inversion of control (i.e. the user, and not the code, dictates
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the program flow) [73], requires a complex manual state management and
lacks modularisation and composition abstractions.

The lack of adequate high-level language abstractions to properly
describe multimodal fusion processes has been highlighted in recent sur-
veys [41,100]. Lalanne et al. explicitly state that engineering aspects of
fusion engines must be further studied. As stated by Cuenca et al. [31] the
ultimate goal of multimodal frameworks is to minimise the programming
effort and allow for a faster creation of prototypes. To the best of our
knowledge, this concern has not been adequately addressed. These sur-
veys further argue that there is a need to efficiently manage the large
amount of input data, to provide abstraction and composition of gestural
interaction implementations, and to allow for a proper symbiosis between
the application logic and the inherent continuous processing of multimodal
events.

1.2 Research Goals

The extraction of meaningful information from multiple continuous input
streams is a challenging task. In this work, we focus on two basic
principles of software engineering, namely the separation of concerns and
the reduction of accidental complexity by providing adequate abstractions.

Implementing multimodal interaction patterns is complex because
it requires the concurrent processing of multiple event streams, the seg-
mentation of endless input information and dealing with an abundance
of noise. Even the recognition of a simple multimodal interaction de-
mands for a major amount of work when using traditional programming
languages. Furthermore, the reasoning over interaction from multiple
users and devices significantly increases the complexity. Therefore, we
need a clear separation of concerns between the multimodal application
developer and the designer of new multimodal interactions to be used
within these applications. The user experience designer must be supported
by a set of programming abstractions that go beyond simple low-level
input device event handling. Application developers on the other hand
should be able to properly integrate these designed building blocks into
their applications. Therefore, the direct beneficiaries of our work are
developers who wish to rapidly prototype novel multimodal interaction
patterns. Additionally, we consider that our approach should satisfy
requirements to deploy these prototypes in the real world by gradually
refining the multimodal interaction patterns. Finally, we wish to improve
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the programming code of existing multimodal applications by exploiting
the novel programming abstractions our approach offers. Indirectly, we
target an improved human machine interaction by leveraging these new
input sensors to drive numerous applications.

In software engineering, a problem can be divided into its essential and
accidental complexity [18]. Accidental complexity relates to the difficulties
a programmer faces due to the choice of software engineering and problem
modelling tools. Other research fields, for example mathematics and
natural sciences, have made great strides by designing simplified models
of complex phenomena. These models are then verified with the help of
experiments. This paradigm works because the complexities ignored in
the model were not the essential characteristics of the phenomena. The
modelling does not work if the complexities are of essence.

Essential complexity is caused by the inherent characteristics of the
problem to be solved and cannot be reduced. Selecting or developing
better tools can reduce the accidental complexity because the view and
implementation of the model can be simplified. While the accidental
complexity of today’s traditional keyboard and mouse applications is
partially addressed by the use of high-level programming languages such as
Java, C# or XAML, we have not witnessed the same software engineering
support for the development of multimodal applications. Furthermore,
the few existing high-level multimodal languages cannot cope with the
vast amount low-level input events, making existing multimodal languages
not suitable for processing low-level input events.

To summarise, the practical problem this dissertation wants to address
is the following;:

How much can the accidental complexity of engineering multimodal
interactions be reduced by using a non-imperative approach?

In this dissertation, we aim to provide a high-level programming
language to describe multimodal fusion with the ability to process a vast
amount of incoming information in real time. Concretely, the research
goals for this approach are:

e To reduce the accidental complexity, the approach must facilitate
the implementation of multimodal interaction patterns through
high-level programming abstractions.
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e To cope with the vast amount of low-level input events in soft real-
time, the approach must facilitate an execution engine and react
accordingly to the given multimodal descriptions. This includes
dealing with segmentation (i.e. the process of extracting meaningful
bits from continuous streams), and supporting overlapping matches
(i.e. where input data can be shared between multiple multimodal
descriptions).

e To fuse low-level data with high-level data, the approach must
facilitate cross-level multimodal fusion. This is challenging due
to the fact that low-level data and high-level data operate at different
frequency rates. Additionally, the approach must integrate with
existing fusion processes, such as feature extractors, in order to reuse
existing specialised methods with a small amount of development
effort.

e The applicability of this approach must be demonstrated in real
world settings. This verifies the ability to describe the functionality
defined by customers, as well as the real-time processing properties
of the engine and its robustness against noise in real world settings.

1.3 Methodology

To address the aforementioned challenges, we rely on the design science
research methodology defined by Peffer et al. [127]. This methodology is
based on six steps: problem identification and motivation (Chapter 2),
definition of the objectives for a solution (Chapter 2 and 3), design
and development (Chapter 4 and 5), demonstration (Chapter 6), evalu-
ation and communication (Chapter 6 and 7). The challenges to express
multimodal interaction patterns transcend the traditional focus of the
Human-Computer Interaction domain and involve advanced computa-
tional resources. Therefore, in order to pursue our research goals, the
approach consists out of two major design and development artefacts: a
programming language and a compatible runtime platform with a unified
architecture.

1.3.1 Language-oriented Approach

In order to ease the application development process, we need tools that
let developers focus on the essential complexity of the multimodal fusion
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problem. Existing frameworks mostly rely on imperative programming
paradigms that do not align well with the event-driven nature of HCI. This
complexity translates into poor abstraction levels, inadequate recognition
rates, and ad-hoc solutions. Therefore, we propose a language-oriented
approach that allows developers to express their multimodal tasks in
a declarative manner. A declarative programming style allows the
programmer to think about what the fundamental conditions are, instead
of analysing how to process input events one by one as necessary in an
imperative approach. Our research shows that our declarative language
approach offers a number of important benefits, including the reuse
of existing code through modularisation and composition. This reuse
of existing code is not limited to linking components as is commonly
done in pure data stream approaches, but actually allows case-specific
customisation without the need to modify existing code. Our declarative
approach corresponds to an implicit programming flow [139], where the
execution engine translates the descriptions into a Rete network [54]. This
execution engine and its overarching architecture form the second part of
our work.

1.3.2 Architecture and Execution Engine

An important aspect of our work is to apply the proposed solution in real
world scenarios. This requires (1) an efficient processing engine and (2)
an extensible architecture to incorporate existing work (e.g. practical
solutions that have been derived with machine learning). Additionally,
many other multimodal concerns, including cross-level fusion, overlapping
matches or event expiration, form part of our focus. We describe a
unified fusion architecture that interprets our declarative high-level
language and enables the processing of real-time sensor data. Such a
unified architecture should support multi-level fusion across low- and high-
level data and be extensible to enable the incorporation of existing feature
processes. This integration is based on existing techniques, including the
publish/subscribe [49] model.

The core idea of our unified architecture is the use of a central fact
base. The fact base, in combination with a declarative language and the
Rete algorithm, allows developers to easily share information between
various fusion processes. A main characteristic of the Rete network is
the ability to efficiently cache intermediate results. This means that if an
input event satisfies one condition of a multimodal description consisting
out of two conditions (i.e. event a and event b need to happen), an
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intermediate representation of the result is temporarily kept in memory.
This information is maintained for some time until the event expires to
free memory for newer input events.

The central fact base also allows for extensibility and sharing of
information with other processes. Each process can access all available
information, including intermediate results, application information and
share its derived knowledge with all other processes.

Finally, we provide novel mechanisms to incorporate application in-
formation. For instance, the x,y position of particular GUI components
or the current interaction state provide precious information for the
multi-touch gesture recognition processes. Context, such as application
information, is of utmost importance to properly process multimodal
input data.

1.3.3 Towards a Solution

Listing 1.1 provides a preview of our language abstractions. It describes
that a multi-touch pinch gesture (Pinch, line 2) should be interpreted as
a basic zoom operation (scale, line 5) when performed on top of a digital
image (inside, line 4, a Image, line 3). The runtime interpretation of
this declarative description is illustrated in Figure 1.1. Our approach
transforms declarative conditions into a directed acyclic graph using the
Rete algorithm [54]. Input events are progressively filtered and joined
with other events in order to derive a conclusion. This process is reactive
because the input drives the computation.

Filter Filter
Pinch facts Image facts

Listing 1.1: Shrink an image A »
1 rule shrinkImage Join p and i such that
2 b= Pinch p—inside i
3 1= Image
4  p<inside i .
5 call i.scale(p.difference)
6 end cale the image

Figure 1.1: Rete graph
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1.4 Contributions

In the following section we would like to highlight the main contributions
of this dissertation.

Analysis of Criteria, Challenges and Open Issues in Multimodal
Fusion Frameworks

Based on a literature study of the broad domain of multimodal fusion
and our expertise, we propose a set of 30 criteria. These criteria unify
a number of concepts from existing work and expose a large number of
issues that received little attention. A first analysis was discussed at
the first international workshop on Engineering Gestures for Multimodal
Interfaces (EMGI 2014) [46,69]. In this dissertation, we provide a second
iteration of these criteria which is used as a guideline throughout the text.

A Multimodal Programming Language

We define a new multimodal programming language, called Midas. Midas
aims to reduce the accidental complexity of developing multimodal interac-
tion and therefore enables developers to focus on the essential complexity.
Midas is a declarative programming language providing a number of
multimodal-specific constructs to ease the modularisation and composi-
tion of fusion processes. Furthermore, it supports customisation, negation
and an application symbiosis which remained rather primitive in existing
approaches. Our programming language therefore significantly increases
the expressiveness in contrast to existing solutions.

A Multimodal Fusion Engine

Mudra is a unified and extensible multimodal architecture focusing on
the real-time processing of input events. Mudra reconciles data stream
and semantic inferencing approaches by relying on a central information
storage, in the form of a fact base and an efficient Rete network algorithm
to process the raw data. This approach offers inherent support for
fusion across low-level data and high-level semantic information. Our
architectural design further enables the incorporation of existing solutions
through the use of a publish/subscribe and actor model.

Declarative Description of 2D and 3D Gestures
We introduce a novel method to declaratively describe complex 2D and
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3D gestures based on control points. With this method, gesture traject-
ories are split into multiple points that need to be traversed. Control
points enable the automated segmentation of continuous input data and
unyieldingly deal with noise by ignoring irrelevant events. Automated
gesture segmentation is a valuable asset for many cases where begin and
end points of gesture input cannot be clearly defined. Segmentation
problems are fundamental when processing continuous input streams and
are prevalent in novel, always-on sensors.

Real World Deployment of the Presented Abstractions

We performed a real world deployment of our proposed solution in multiple
scenarios and discuss the results. Firstly, we performed a live gesture pro-
gramming session as a demo during the TEI 2011 conference. At the same
conference, we controlled the interaction of our presentation via a Kinect
sensor, only a few weeks after it was released. Secondly, we deployed our
multi-touch abstractions in a NoiseTube demonstrator showcased at the
“Brussels Innovates!” exhibit. Thirdly, we provided expressive control of
indirect augmented reality during live music performances. Finally, we
designed and tested an augmented fighting game using water as tactile
feedback. A more in-depth description of our demonstrators can be found
in Section 1.5.2.

1.5 Supporting Publications and Demon-
strators

1.5.1 Publications

We disseminated our work in one journal, 7 conferences and 5 workshops.

Software Engineering Abstractions for the Multi-Touch Revolu-
tion Proceedings of ICSE 2010, 32nd ACM/IEEE International Confer-
ence on Software Engineering, Microsoft Student Research Competition.
Lode Hoste [63]. This short paper describes the first approach to a de-
clarative language to express multi-touch gestures. It uses declarative
rules to modularise and compose gesture implementations. The goal is
to disentangle code found in existing imperative approaches that rely on
event callbacks.
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Midas: A Declarative Multi-Touch Interaction Framework
Proceedings of TEI 2011, 5th International Conference on Tangible, Em-
bedded and Embodied Interaction. Christophe Scholliers, Lode Hoste, Beat
Signer and Wolfgang De Meuter [141]. The work in this paper extends the
previous paper and proposes additional spatial and temporal operators to
describe multi-touch gestures. Furthermore, shadow facts are introduced
that allow gestures to be linked to GUI components. We need to clarify
that the language presented in this paper is named Midas but refers to
an older incarnation. In this dissertation we present a second iteration of
the Midas programming language.

Mudra: A Unified Multimodal Interaction Framework Proceed-
ings of ICMI 2011, 15th International Conference on Multimodal Inter-
action. Lode Hoste, Bruno Dumas and Beat Signer [64]. In this paper
we describe our unified architecture to perform multimodal fusion across
low-level data and high-level semantic information.

SpeeG: A Multimodal Speech- and (Gesture-based Text Input
Solution Proceedings of AVI 2012, 11th International Working Confer-
ence on Advanced Visual Interfaces. Lode Hoste, Bruno Dumas and Beat
Signer [65]. SpeeG is a multimodal speech- and body gesture-based text
input system targeting media centres, set-top boxes and game consoles.
It provides a controller-free zoomable user interface that combines speech
input with a gesture-based real-time correction of the recognised voice
input.

Parallel Gesture Recognition with Soft Real-Time Guarantees
Proceedings of the compilation SPLASH 2012 workshops, AGERE! work-
shop, 2nd International Workshop on Programming based on Actors,
Agents, and Decentralized Control. Thierry Renaux, Lode Hoste, Stefan
Marr and Wolfgang De Meuter [131]. In collaboration with co-authors,
we designed a parallel and scalable variant of Mudra, called PARTE.
PARTE is a complex event-processing engine and is compatible with the
Midas Language. It detects event patterns and provides soft real-time
guarantees for the computational processes.

Declarative Gesture Spotting Using Inferred and Refined Con-
trol Points Proceedings of ICPRAM 2013, 2nd International Confer-
ence on Pattern Recognition Applications and Methods. Lode Hoste,
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Brecht De Rooms and Beat Signer [66]. In this work we propose a novel
gesture spotting approach for processing continuous streams of two- or
three-dimensional Cartesian coordinates. This approach translates into
declarative Midas code and offers fine-grained control over the gesture
trajectory.

Expressive Control of Indirect Augmented Reality During Live
Music Performances Proceedings of NIME 2013, 13th International
Conference on New Interfaces for Musical Expression. Lode Hoste and
Beat Signer [67]. In this paper we present a real world application of
Midas and Mudra that uses explicit gestures and implicit dance moves to
control the visual augmentation of a live music performance. The focus
of this work is to evaluate our abstractions in a challenging environment.
Firstly, only a single sample is available for each of the five 3D gestures.
Secondly, there was no ‘noise’ data available that contains other movement
of the artists during the song. Thirdly, the 3D input data needs to be
processed in real-time and finally there was little room for recognition
errors.

Cloud PARTE: Elastic Complex Event Processing based on Mo-
bile Actors Proceedings of AGERE! 2013, 3rd International Workshop
on Programming based on Actors, Agents, and Decentralized Control. Jan-
willem Swalens, Thierry Renaux, Lode Hoste, Stefan Marr and Wolfgang
De Meuter [151]. In collaboration with co-authors, we extended PARTE
to dynamically distribute the processing load on multiple machines. It
involves data and code mobility of rete networks [54] and automated
load-balancing mechanisms.

SpeeG2: A Speech- and Gesture-based Interface for Efficient
Controller-free Text Input Proceedings of ICMI 2013, 15th Inter-
national Conference on Multimodal Interaction. Lode Hoste and Beat
Signer [68]. In this paper we present a second version of SpeeG, a
multimodal text entry solution combining speech recognition with gesture-
based error correction. Four innovative prototypes for the efficient
controller-free text entry have been developed and evaluated. A quantitat-
ive evaluation of our SpeeG2 text entry solution revealed that the best of
our four prototypes achieves an average input rate of 21.04 WPM (without
errors), outperforming current state-of-the-art solutions for controller-free
text input.
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Water Ball Z: An Augmented Fighting Game Using Water as
Tactile Feedback Proceedings of TEI 2014, 8th International Confer-
ence on Tangible, Embedded and Embodied Interaction. Lode Hoste and
Beat Signer [70]. In this paper we present a second real world application
of Midas and Mudra in the form of a game. Water Ball Z is a novel
interactive two-player game that allows kids and young adults to “fight”
in a virtual world with water-based physical feedback. The focus lies on
the online processing capabilities of Mudra and the integration of Midas
with the application layer to deliver incremental feedback.

Parallel Gesture Recognition with Soft Real-Time Guarantees
Science of Computer Programmaing. Stefan Marr, Thierry Renaux, Lode
Hoste and Wolfgang De Meuter [113]. In collaboration with co-authors, we
evaluated the scalability of PARTE on machines with up to 64 cores. The
presented evaluation indicates that gesture recognition can benefit from
the exposed parallelism with superlinear speedups. The paper demon-
strates the scalability of a declarative approach for gesture recognition
and multimodal fusion processes.

Criteria, Challenges and Opportunities for Gesture Program-
ming Languages Proceedings of EGMI 2014, 1st International Work-
shop on Engineering Gestures for Multimodal Interfaces. Lode Hoste and
Beat Signer [69]. The work described in this paper summarises a large
number of criteria, challenges and opportunities for gesture programming
languages. In this dissertation, we have elaborated on these concerns and
extended them for multimodal fusion solutions.

Software Engineering Principles in the Midas Gesture Specific-
ation Language Proceedings of PRoMoTo 2014, 2nd International
Workshop on Programming for Mobile and Touch. Thierry Renaux, Lode
Hoste, Christophe Scholliers and Wolfgang De Meuter [132]. In this paper
we present our second and latest iteration of the Midas programming
language. In this dissertation, we have elaborated on these concerns and
extended them for multimodal fusion solutions.

Next to these publications, I co-organised the first international
workshop on Engineering Gestures for Multimodal Interaction (EGMI
2014) [46]. Additionally, I have been invited to review papers for several
journals and conferences, including Science of Computer Programming,
International Conference on Tangible, Embedded and Embodied Interac-
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tion, European Conference on Object-Oriented Programming, Interna-
tional Conference on Distributed Applications and Interoperable Systems,
Journal on Software: Practice and Experience, Computers in Biology and
Medicine.

1.5.2 Demonstrators

Our software engineering abstractions for expressing multimodal interac-
tion have been used in real world setups. The following demonstrators
form part of our validation of the applicability and robustness of our
approach.

Live Gesture Programming Session. In this session, participants of
the TEI 2011 conference were able to spontaneously propose novel multi-
touch gestures. We then implemented these gestures within a few minutes
using initial incarnations of Midas and Mudra. Challenging gestures
during this session have been a driving force for vast improvements
and numerous extension of the multimodal framework presented in this
dissertation.

Multi-Touch-enabled NoiseTube. A multi-touch enabled demon-
strator was showcased at the exhibit “Brussels Innovates!” which ran
from October 17 to 29 (2011) in the Woluwe Shopping Centre in Brussels.
We presented this exhibition along with innovative actors in Brussels such
as BMW Motors, Solar Impulse, PlantDesign, and others.

Expressive Control of Indirect Augmented Reality During Live
Music Performances. The Midas and Mudra abstractions have been
used to program and recognise complex 3D gestures. During multiple live
music performances at the ArtCube!® and the International Convention
Center Ghent'*, our expressive control of indirect augmented reality was
received with great enthusiasm by the audience. The artist was able to
control the visualisations via 3D gestures as part of a dance act. Four
live performances took place in 2012 and 2013 with an audience of about
1800 people.

13 ArtCube: http://artcube.be
“Tnternational Convention Center Ghent (ICC): http://www.iccghent.com
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1.6 Dissertation Outline

The remainder of this dissertation is structured as follows:

Chapter 2. Multimodal Interaction. In this chapter we discuss
and analyse the three multimodal fusion levels [144]: data-level fusion,
feature-level fusion and decision-level fusion. As the multimodal domain
is broad, we also define the terminology used throughout this disserta-
tion. We further enumerate and discuss criteria for expressing multi-level
multimodal fusion.

Chapter 3. Related Work We provide an overview of the landscape
of existing multimodal frameworks. Existing work is categorised into two
main strands, namely data stream and semantic inferencing solutions. We
then focus on the expressiveness of multimodal and gesture programming
language support.

Chapter 4. Midas: A Programming Language For Expressing
Multimodal Interaction. This chapter defines the Midas program-
ming language and discusses its features on the various multimodal fusion
levels. We analyse our language using the language feature criteria ex-
pressed in Chapter 2.

Chapter 5. Mudra: A Unified Multimodal Interaction Frame-
work W